You want to learn about operating systems, and C appears to be the language used in examples you’ve seen. Now you wonder, “Do I need to learn C?”

My short answer to this is: No.

You don’t need to write an operating system from scratch to learn about it. Most of the problems system administrators solve have nothing to do with C, even though many operating systems are written in C. Important concepts such as variables, flow control, loops, arrays, and input/output, are nearly the same in any language. Understand these ideas in one language, and you’re on solid ground to learn them in another.

Learning about operating systems is really learning about resource management. Ask yourself questions about your own computer:

- Are the processes you think should be running actually running?
- How much RAM do your processes use over the course of a day?
- How fast are your disks?
- When will you need to upgrade your disks for speed or size?
- How do you apply what you learn to many systems, rather than just your laptop?

Answering these questions with programs you write yourself in shell scripts, Perl, Python, or Ruby will help you learn what you need to know. A book such as the UNIX and Linux System Administration Handbook [1] would also be a helpful guide.

I recently dropped into the classroom of Chris Bartlo, a high school computer science teacher. His kids learn HTML and CSS, Scratch, C++, and Java in their first three years. Now Bartlo is introducing a Python course because he saw first hand how productive a line of Python is when his kids had to solve a series of text parsing problems for a contest.

Bartlo’s students can be productive in so many languages because they are in class every day, solving problems. And it’s fun—they design and make games, they work in teams, and they plan out their work before they ever write a line of code.

The best way to learn a new language is to have a friend, mentor, or team learning it with you. Pick something your friends use, and you’ll learn faster and have more fun.

For those of you picking up another programming language, you can find out what languages are popular on GitHub and Stack Overflow [2]; however, this is an imperfect measure. GitHub and Stack Overflow don’t necessarily represent the majority of developers. These developers, though, are probably the trendsetters [3].

So, if you want to learn more about operating systems, start asking and answering questions about them. Use whatever programming language and environment works for you. For some, that could be C. But for me, Python works just fine.
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