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Abstract

It is often argued in the e-voting community that in the presence of write-in candidates, forced abstention attacks are always possible. Therefore, write-in candidates are often excluded in existing definitions of coercion-resistance arguing that those definitions cannot be achieved by write-in supporting schemes. This is only true if the tally is made public directly. Coercion-resistance may well be achieved if only a fuzzy version of the tally is published. This paper provides a formalization of fuzzy tally representations which enables definitions for coercion-resistance to take into account write-in candidates without being weakened. We also show how the cryptographic voting scheme Bingo Voting can be applied to write-in candidates with respect to this formalization, providing what we believe to be the first e-voting scheme that prevents forced abstention while allowing for write-in candidates. We then give a general construction of coercion-resistant schemes that provide a verifiable fuzzy tally representation from mix-based and homomorphic election schemes with trusted authority.

1 Introduction

Elections should be verifiable and coercion-resistant. Cryptography gives us the means to make it so, as the existence of many schemes shows, a few examples being [4, 9, 10, 20]. Several frameworks for electronic elections including several notions of coercion-resistance and voter-privacy exist [16, 24, 14, 12]. A remaining gap is that while in some elections, it is legally required that voters can vote for a write-in candidate, existing definitions of coercion-resistance disregard or even exclude write-in candidates, arguing that as soon as write-in candidates come into play, forced abstention attacks are always possible by forcing the voter to write in a certain rarely elected candidate or a certain random string, therefore an election allowing write-in candidates can never be fully coercion-resistant. As stated by Juels et. al.[16] this is true if the tally is published directly. But it is actually possible for write-in supporting schemes to be fully coercion-resistant if only a fuzzy version of the tally is published. In real world elections a fuzzy representation of the tally is often sufficient. Examples for such fuzzy representations are the representation of the tally in percent or the resulting number of parliamentary seats for each candidate. In this case, if a candidate only got zero or one votes, it is sufficient that the representation of the tally shows that the number of votes for this candidate is less than a certain threshold, instead of showing whether this candidate got a vote or not. However, the added fuzziness should not be greater than necessary. This work takes a closer look at this fuzziness.

Contributions: We provide a formalization of fuzzy tally representations that enables reasonable definitions of coercion-resistance to be achieved by write-in supporting verifiable election schemes without weakening that definition. One problem is that if the tally is published fuzzy, a verifiable election scheme has to prove the correctness of the fuzzy tally without revealing the exact tally. We provide the cryptographic voting scheme Bingo Voting with the possibility to allow for write-in candidates. Thereby we provide what we believe to be the first cryptographic voting scheme with verifiable correctness that allows for write-in candidates while achieving a feasible notion of coercion-resistance and provably preventing forced abstention. We then provide general constructions of verifiable voting schemes supporting fuzzy tally representations from verifiable mix-based and homomorphic schemes with a trusted voting authority.

This work can be seen as an add-on to existing and upcoming models, bridging the gap between write-in candidates and coercion-resistance. The idea of this work is as follows: Consider a voting scheme with verifiable correctness that is coercion-resistant (by any definition), and provides a proof of correctness of the tally which can be adapted such that it proves the correct-
ness of the fuzzy tally representation without revealing the exact tally. Applied to an election where the tally can be published fuzzy according to our definitions of fuzzability, the adapted scheme should still achieve the same coercion-resistance while additionally being resistant against forced abstention caused by forcing voters to vote for a rarely elected candidate. This holds even if the scheme supports write-in candidates, assumed that a voter can add names to the representation of the tally without voting for (or losing her vote for) them.

Some remarks: On a first glance, there seems to be a simple countermeasure to the attack that a voter is forced to vote for an unlikely or fictional write-in candidate in opening and counting write-in votes only if they could make a difference in the result. On a closer look, this is not as trivial as it seems. To prevent voters from being coerced to write-in a name instead of voting for a list candidate, the voting process must not leak the information if a voter voted for a write-in candidate or not. At the same time, to preserve verifiable correctness, there needs to be a proof that those unopened votes are really for write-in candidates and that they really make no difference in the result. This is especially a problem if voters can validly write in names of list candidates. By contrast, the modification of Bingo Voting presented here proves the correctness of the tally without revealing any information about a single voter’s choices.

There are some attacks that are hard to prevent by any voting scheme and not considered in this paper. Forced abstention attacks are trivially possible in non-remote elections by observing the polling stations during the whole voting phase, and as Benaloh stated in [4] it is infeasible to prove that no camera is in the voting booth. We argue that these kind of attacks are technically much more complex than the evaluation of data on a website and are ineffective for large-scale attacks. Pattern-voting attacks are also not considered here, but as mentioned in [23], those can usually be prevented by contest splitting.

This paper is organized as follows: After describing related work in Section 2, we will formalize fuzziness in Section 3. Section 4 adapts the cryptographic voting scheme Bingo Voting to our notion of fuzziness. In section 5 Bingo Voting is provided with the possibility to include write-in candidates. Section 6 describes general constructions for verifiable mix-based and homomorphic schemes with fuzzy tally representation. Section 7 concludes this work and states some open problems and future work.

2 Related Work

Gardner et. al. [14] propose a game based definition of coercion-resistance based on the indistinguishability of protocol behavior given inputs of the voter’s choice and inputs of the adversary’s choice. They explicitly don’t take into account write-in votes. Küsters et. al [18] provide a very abstract game-based definition of coercion-resistance. Like the definition of Gardner et. al. this definition is based on the indistinguishability of the two cases that 1) the voter behaves as told by the adversary and 2) the voter deceives the adversary with some counter strategy and casts a vote of her own choice. Using this definition, they prove that Bingo Voting is as coercion-resistant as an ideal voting scheme except for forced abstention. Juels et. al. [16] propose a model for electronic elections including definitions of verifiability and coercion-resistance. The authors state that forced abstention by forcing to vote for an unlikely candidate cannot be prevented as long as the tally is made public directly, and refrain from considering this attack in their model. In their work about ranking votes [24], Teague et. al. propose a definition for coercion-resistance that takes into account the information leakage of (intermediate) tally results.

Several schemes exist [1, 17] that efficiently include write-in votes in elections based on homomorphic encryption. While forced-abstention attacks are not considered in [17], Acquisti [1] prevents forced abstention attacks based on forcing the voter to “vote for” a random string by only allowing certain permissible choices. This does not keep an adversary from forcing the voter to vote for a valid, rarely elected candidate. As stated in [2], mixnet-based schemes like Neff’s [21] naturally support write-in votes as they support free-form ballots. Scantegrity II [9] has been used in a real election [8] providing the possibility to write in candidates in a way which is practical and straightforward for the voter. Their technique is similar to ours in that it also tallies in two steps: first the candidates from the list and then the write-in candidates. However, the write-in solution of Scantegrity II has some drawbacks. As stated in [8], the election authority can modify the write-in names. Furthermore, any observer auditing the resolution of write-in votes sees the handwritten choices. The two-step idea of counting write-in votes separately has also been proposed in [2] for paper-based schemes. All schemes allowing write-in votes, including those mentioned above, are naturally vulnerable to forced-abstention attacks as long as their proofs of correctness yield the exact tally.

Bohli et. al. [6] propose additional features for Bingo Voting (and other voting machines). One of them is linking the receipts with a chain of hash values to protect their integrity, this does not change the basic scheme and can also be done in our proposed scheme. They also propose proving correctness of intermediate results directly after each voting process and then immediately deleting all secret information needed for this proof, maximizing voter secrecy if the voting machine is corrupted during
the voting phase. Their approach is not directly applicable to this work, which therefore refers to the original scheme as described in [7]. To the author’s knowledge, no technique for Bingo Voting to support write-in votes has been proposed yet.

3 Formalizing Fuzziness

In the literature it is usually assumed that everyone including the adversary sees the whole tally, and therefore, abstention attacks are always trivially possible by forcing a voter to vote for an unlikely candidate. This is why existing definitions of coercion-resistance do not consider this attack. For the same reason, as soon as write-in candidates are supported, coercion-resistance as defined in the literature seems impossible to achieve.

As a solution to prevent forced abstention attacks in the presence of write-in candidates (or very rarely elected candidates), we propose publishing the tally in a fuzzy way that does not weaken verifiability more than necessary. Hence published proofs of correctness will not prove the exact tally, only that the tally is very close to the published one. This section first provides a rather strong definition of fuzziness and then a weaker version of this definition in which the fuzziness/accuracy-trade-off is adjustable in a more fine-grained way.

Since the author sees this formalization is an add-on to existing (or upcoming) models, this work refrains from giving a specific definition for an election system. Neither do we commit ourselves to a certain definition of coercion-resistance or a corruption model.

3.1 Defining Fuzziness

We differentiate between the tally and its representation. We assume the tally itself to remain secret, while instead a representation of the tally is published.

We denote the set of possible tally outcomes of a given election by \( \mathcal{T} \). A representation \( R \) can be seen as a view that represents a certain subset \( T_R \subset \mathcal{T} \) of tallies.

Please note that possible representations of the tally are co-determined by the election since the election defines the needed accuracy with which the tally has to be represented.

**Definition 1 (complete)** We call a set \( \mathcal{R} \) of representations complete for a set of tallies \( \mathcal{T} \) if \( \bigcup_{R \in \mathcal{R}} T_R = \mathcal{T} \) where \( T_R \) denotes the set of tallies represented by a representation \( R \in \mathcal{R} \).

Hence a set of representations is complete if each possible tally has a representation.

We henceforth assume that the tally is a vector of length \( n \) where \( n \) is the number of candidates. The \( i \)th entry in this vector corresponds to the number of votes for the \( i \)th candidate.

**Definition 2 (\( \delta \)-neighbored)** Let \( A \) and \( B \) be two vectors of length \( n \). We call \( A \) \( \delta \)-neighbored to \( B \), if a vector \( X = (x_1, x_2, \ldots, x_n) \) exists with \( \sum_{i=1}^{n} |x_i| \leq \delta \) and \( A = B + X \).

**Definition 3 (\( \mu, \delta \)-fuzzability)** Let \( \mathcal{T} \) be the set of all possible tallies of a given election. We call this election \( \mu, \delta \)-fuzzy if there is a set \( \mathcal{R} \) of representations that is complete for \( \mathcal{T} \) and for each representation \( R \in \mathcal{R} \) the following holds for its set of represented tallies \( T_R \subseteq \mathcal{T} \):

1. For each pair of tallies \( (T_1, T_2) \in T_R \times T_R \) it holds that \( T_1 \) is \( \delta \)-neighbored to \( T_2 \).
2. Let \( E_i \) be the set of all entries that occur at position \( i \) within any tally-vector in \( T_R \). Then \( |E_i| \geq \mu \) for \( i = 1, \ldots, n \).

Intuitively, the second requirement means that there are at least \( \mu \) different tally outcomes for each candidate encoded in each representation.

**Definition 4 (\( \mu, \delta \)-fuzzy election scheme)** We call an election scheme \( \mu, \delta \)-fuzzy, if applied to a \( \mu, \delta \)-fuzzable election with a set of possible tallies \( \mathcal{T} \), a corresponding set \( \mathcal{R} \) of representations with corresponding represented subsets \( T_R \subseteq \mathcal{T} \) according to the definition of \( \mu, \delta \)-fuzzability, for each representation \( R \in \mathcal{R} \) representing tally \( T \in T_R \) its proof of correctness proves that \( T \in T_R \) and no other information than just that is revealed by any public data produced in the election process.

Particularly, if \( \mu > 0 \) the proof of correctness must not yield the tally itself. This means that voting schemes whose proofs of correctness can only be verified with knowledge of the exact tally cannot comply with the above definition unadapted.

3.2 Weak Fuzziness

To prevent forced abstention, full \( \mu, \delta \)-fuzzability is not generally required (though it makes the construction of a corresponding voting scheme easier). We usually do not have to conceal if a candidate got, say 150 or 151 votes. In some cases we even must not conceal this because the order of the most elected candidates is an important tally outcome. If we just want to conceal if a candidate got zero votes or more, a weaker definition as follows is sufficient.
Definition 5 (weak $\mu$, $\delta$-fuzzability) Let $\mathcal{T}$ be the set of all possible tallies for a given election. We call this election weak $\mu$, $\delta$-fuzzable, if there is a set $\mathcal{R}$ of representations that is complete for $\mathcal{T}$ and the following holds for each tally $T \in \mathcal{T}$: Let $T = (x_1, \ldots, x_n)$. For each representation $R \in \mathcal{R}$ that represents $T$, meaning $T \in T_R$, the following holds:

1. For each pair of tallies $(T_1, T_2) \in T_R \times T_R$ it holds that $T_1$ is $\delta$-neighbored to $T_2$.
2. For each $i \in \{1, \ldots, n\}$ with $x_i < \mu$: Let $E_i$ be the set of all entries that occur at position $i$ within any tally-vector in $T_R$ for each candidate, in particular for those having less than $\mu$ votes.

Intuitively this means that if a candidate got less than $\mu$ votes, then each representation of the tally indicates $\mu$ other possible numbers of votes for this candidate.

Please note that $\mu, \delta$-fuzzability implies weak $\mu, \delta$-fuzzability: Given $\mu, \delta$-fuzzability, for each representation $R$ there occur $\mu$ different outcomes in $T_R$ for each candidate, in particular for those having less than $\mu$ votes.

Definition 6 (weak $\mu$, $\delta$-fuzzy election scheme)
We call an election scheme weak $\mu$, $\delta$-fuzzy, if applied to a weak $\mu$, $\delta$-fuzzable election with a set of possible tallies $\mathcal{T}$ and a corresponding set $\mathcal{R}$ of representations according to the definition of weak $\mu$, $\delta$-fuzzability, for each representation $R \in \mathcal{R}$ representing tally $T \in T_R$ its proof of correctness proves that $T \in T_R$ and no other information than just that is revealed by any public data produced in the election process.

For real world elections, parameters $\delta$ and $\mu$ less than 5 seem reasonable.

4 Fuzzy Bingo Voting

As an example, we adapt Bingo Voting to our notion of fuzziness and show that the adapted scheme is resistant against forced abstention by forcing a voter to vote for an unlikely candidate. In Section 4.1 we briefly describe the original Bingo Voting scheme. In Section 4.2 we describe a version of Bingo Voting that is $\mu, \mu$-fuzzy for arbitrary $\mu$. To allow for a more precise tally representation, we propose a weak $\mu, \mu$-fuzzy version of Bingo Voting in Section 4.3, where the tally can be published directly if there is no candidate who got less then $\mu$ votes. In this scheme, if a candidate got less then $\mu$ votes, only the number of votes of this candidate and one other has to be made fuzzy.

4.1 The Original Bingo Voting Scheme

In this section we briefly describe the original Bingo Voting scheme. For a more detailed description see for example [7].

Bingo Voting is a cryptographic computer-assisted voting scheme which relies on a trusted random number generator. It provides verifiable correctness, and if the voting computer is uncorrupted it also provides secrecy.

The scheme is rather flexible since it allows cross voting and cumulation of votes, but it does not support write-in candidates as it is. We will fix this in Section 5.1. The scheme consists of three phases that will be described in more detail in the following sections. The pre-voting phase consists of the precalculation and publishing of commitments to so-called dummy votes in the form of random numbers that are later used on the voter’s receipt to conceal the voter’s choice. After entering her vote, the voter gets a receipt that contains dummy votes for each not elected candidate and for each elected candidate a fresh random number from the trusted random number generator which represents the voter’s choice but is indistinguishable from the dummy votes. In the post-voting phase, the receipts, the tally and its proofs of correctness are published for verification.

4.1.1 Preconditions

All calculations including the creation of dummy votes and all proofs of correctness are done by the voting computer. Preconditions for the correctness of the tally are the fact that the random number generator is untampered with and has its own (also uncorrupted) display, as well as the existence of a public bulletin board which can be thought of as a website, meaning anyone has read access and an election authority that doesn’t have to be trusted for correctness has write access. For secrecy we additionally have to assume that the voting computer is uncorrupted.

We model this as an election authority that has full access to the voting computer and write access to the bulletin board. This election authority then has to be trusted for secrecy but not for correctness.

4.1.2 Pre-Voting Phase

In the pre-voting phase, dummy votes for each candidate are created that are later used on the voter’s receipt to conceal her choice. Each candidate gets the same number $k$ of dummy votes, where $k$ has to be (at least) the number of votes that can be cast for one candidate during the voting phase. Let $n$ be the number of candidates, $C = \{C_1, \ldots, C_n\}$ the set of candidates and $l$ the number of eligible voters. For the sake of perspicuity let us...
assume that each voter can cast one vote for one candidate, so we have a one out of $n$ choice. This means that at least $k = \ell$ dummy votes for each candidate $C_1, \ldots, C_n$ have to be created. More dummy votes can be created if the exact number of expected voters is unclear, as long as this is later accounted for in the calculation of the tally. For now we assume that exactly $k = \ell$ dummy votes are created.

The dummy votes are created as follows: For each candidate $C_i \in \mathcal{C}$, $k$ random numbers $r_{C_i,1}, \ldots, r_{C_i,k}$ are drawn, these random numbers are the dummy votes for candidate $C_i$. Those random numbers have to be mutually distinct and indistinguishable from those drawn by the trusted random number generator during the voting phase, so they are ideally drawn out of the same source. For each candidate $C_i$, commitments $\text{com}(C_i, r_{C_i,j})$ to each of his dummy votes $r_{C_i,j}$ are created. The commitments are published, the random numbers themselves must be kept secret by the voting authority. Additionally a proof is published that each candidate has the same number of dummy votes. In the original scheme [7] those proofs are done with randomized partial checking [15], but the authors of [7] also state that other proof techniques can be used. Details of this proof or the exact proof technique are not relevant for our work as long as the proof is sound and done without revealing the random numbers, so we refrain from presenting a proof here. As commitments, the original Bingo Voting scheme uses Pedersen commitments [22], because they are unconditionally hiding and maskable through rerandomization. They can also be used in the adapted schemes introduced in this work, if the preélection proof is also done with randomized partial checking.

### 4.1.3 Voting Phase

In the voting booth, the voter uses the voting computer to enter her choice. She then gets as a printed receipt a list of all candidates with a random number behind each candidate’s name. Each candidate except the elected one has a dummy vote written behind his name, this dummy vote is deleted from the candidate’s pool of dummy votes and not used again on another receipt. The elected candidate should instead have a fresh random number from the trusted random number generator written behind his name. In the privacy of the voting booth, the voter can check the equality of the number behind the elected candidate’s name and the fresh random number shown on the trusted random number generator’s display. She can take the receipt with her and forget the fresh random number after checking. When the voter leaves the voting booth, the random number generator’s display is cleared, and the receipt does not show which of the numbers were fresh, this information is only known to the voter and the voting authority and cannot be proven by the voter to an adversary.

### 4.1.4 Post-Voting Phase

After the election is closed, the tally and all receipts are published on the public bulletin board, and the voters can check the presence of their receipts. All commitments to unused dummy votes are opened publicly. The unused dummy votes mirror the tally, since each time a candidate gets a vote, he does not lose a dummy vote. It is thus sufficient to publish the unused dummy votes as the tally. What is also published is a proof that each receipt contains a) exactly one fresh random number and b) for each not elected candidate a dummy vote of which a commitment was published in the pre-voting phase. The proof takes as input a new commitment to the fresh random number and the commitments to the dummy votes on the receipt which were published in the pre-voting phase. It is then proven that there is one commitment for each candidate and that the content of the commitments correspond to the random numbers on the receipt, without revealing any associations between commitments and random numbers. The details of this proof are again omitted here since there are different proof techniques [7, 15] that work here as well as with our adapted fuzzy scheme which is described in Section 4.2.

### 4.2 The Fuzzy Scheme

We define the tally $T$ as well as its representation $R$ to be vectors of length $n$ where $n$ is the number of candidates. The $i$th entry in $T$ corresponds to the number of votes for the $i$th candidate and the $i$th entry in $R$ is the representation of the number of votes for the $i$th candidate.

In the following we describe a Bingo Voting scheme that is $\mu, \mu$-fuzzy for arbitrary parameters $\mu$. For the sake of perspicuity we first describe a scheme not supporting write-in candidates. We will describe a write-in supporting $\mu, \mu$-fuzzy version of Bingo Voting in Section 5.2.

The idea is as follows: In the pre-voting phase, we prepare enough dummy votes that in any case at least $\mu$ dummy votes of each candidate will remain unused after the election. In the post-voting phase, we do not open all unused dummy votes, just almost all. The opened unused dummy votes are our representation of the tally. The set of remaining unopened dummy votes is filled up with some new commitments. Of this filled-up set of commitments we prove that there are at most $\mu$ commitments for each candidate, so each candidate $C_i$ has at most $\mu$ more votes than in the $i$th entry in the representation (minus $\mu$, since we created $\mu$ more dummy votes than needed). In particular, in this scheme it is proven that a rarely elected
candidate has less than $\mu$ votes without revealing if he got a vote or not.

Consider a $\mu, \mu$-fuzzable election with $l$ eligible voters and one vote per voter, $n$ candidates $C_1, \ldots, C_n$, and a set $R = \{(R_1, \ldots, R_n) | 0 \leq R_i \leq l + \mu$ for $1 \leq i \leq n\}$ of possible representations. With one vote per voter, $l$ is the maximum number of votes a candidate can get during the election. The set $T_R$ of tallies represented by an $R \in R$ with $R = (R_1, \ldots, R_n)$ is

$$T_R = \{(T_1, \ldots, T_n) | R_i - \mu \leq T_i \leq R_i$ for $1 \leq i \leq n\}.$$

### 4.2.1 Pre-Voting Phase

The pre-voting phase is done as described in Section 4.1, except that for each candidate at least $\mu$ more dummy votes than needed are prepared. So in an election with $n$ candidates $C_1, \ldots, C_n$ and $l$ eligible voters, at least $k = l + \mu$ dummy votes $r_{C_1}, \ldots, r_{C_n}$ for each candidate $C_i$ are prepared. As in the original scheme, commitments $\text{com}(C_i, r_{C_i}), i = 1, \ldots, n$ to these dummy votes are published and it is proven that each candidate has the same amount of dummy votes.

### 4.2.2 Voting Phase

The voting phase is exactly the same as in the original scheme, described in Section 4.1.3.

### 4.2.3 Post-Voting Phase

We make use of the fact that for secrecy we need to assume a trustworthy voting authority, so we have an instance who can open commitments and compute the tally in secret without making additional assumptions. Please note that if secrecy does not hold, forced-abstention and other coercion attacks are trivially possible.

Remember that the tally is mirrored by the unused dummy votes, this time with an offset of $\mu$ because $\mu$ more dummy votes for each candidate were created in the pre-voting phase. Let $T = (T_1, \ldots, T_n)$ be the tally, then there are $T_i + \mu$ unused dummy votes for each candidate $C_i$. Again, all receipts are published with corresponding proofs that the number of fresh random numbers is correct, this part is the same as in the original scheme. But this time, not all unused dummy votes are opened. Instead, a vector $f = (f_1, \ldots, f_n)$ is chosen by the voting authority at random but with the following restrictions:

1. $\sum_{i=1}^{n} f_i \geq \mu$
2. $0 \leq f_i \leq \min\{T_i, \mu\}$ for all $i$

The vector $f$ determines in which way the tally is made fuzzy, and must be kept secret. As a representation of the tally, we publish the vector $R = (R_1, \ldots, R_n)$ where

$$R_i = T_i + \mu - f_i$$

for $i = 1, \ldots, n$.

For each candidate $C_i$, the commitments to $R_i$ of his unused dummy votes are opened, so $f_i$ commitments to $C_i$’s dummy votes remain unopened. This set of unopened commitments is now filled up in the following way: For each candidate $C_i$, $\mu - f_i$ new commitments of the form $\text{com}(C_i, r_j)$, $j = 1, \ldots, \mu - f_i$ are created, where the $r_j$ are new random numbers that are mutually distinct and indistinguishable from the dummy votes. These new commitments together with the unopened commitments to dummy votes are published on the public bulletin board, so everyone can see how many new commitments were created, but not how many for which candidate. These commitments are then opened in a way that hides the association between commitment and content but proves that the set of published contents corresponds to the set of published commitments. This is the same kind of proof that is used in the proof that each receipt contains one fresh random number and can be done with the same proof technique, for example randomized partial checking. Everyone can check that of those opened commitments, there are $\mu$ for each candidate. This proves that each candidate has got at most $\mu$ votes more than indicated by the representation.

To prevent forced abstention, it is sufficient to just make entries of the tally vector fuzzy that are smaller than $\mu$. We therefore provide a weak $\mu, \mu$ fuzzy scheme in Section 4.3.

### 4.2.4 Fuzziness of the Scheme

We now discuss why the scheme presented above is $\mu, \mu$-fuzzy. In the post-voting phase, a representation $R = (R_1, \ldots, R_n)$ of the tally $T = (T_1, \ldots, T_n)$ is published, and a proof is given that the tally lies between $(R_1 - \mu, \ldots, R_n - \mu)$ and $(R_1, \ldots, R_n)$. No more information about the tally than this is yielded by any published data. So the set $T_R$ of tallies represented by $R$ consists of all vectors $(x_1, \ldots, x_n)$ where $R_i \leq x_i \leq R_i + \mu$ for all $i = 1, \ldots, n$. This set indicates $\mu$ different possible tally outcomes for each candidate and obviously all vectors in $T_R$ are $\mu$-neighbored.

### 4.3 Bingo Voting with Weak Fuzziness

Since it is not always convenient and necessary to make the whole tally fuzzy, we propose a weak $\mu, \mu$-fuzzy scheme applied to a (not weak) $\mu, \mu$-fuzzable election. In this scheme, the accuracy of the representation of tally
can be adjusted more precisely. Like in the previous section, consider a \(\mu,\mu\)-fuzzable election with \(l\) eligible voters and one vote per voter, \(n\) candidates \(C_1,\ldots,C_n\), and a set
\[
\mathcal{R} = \{(R_1,\ldots,R_n) | 0 \leq R_i \leq l + \mu \text{ for } 1 \leq i \leq n\}
\]
of possible representations. Each \(R = (R_1,\ldots,R_n) \in \mathcal{R}\) represents the tallies in the set
\[
T_R = \{(T_1,\ldots,T_n) | R_i \leq T_i \leq R_i + \mu \text{ for } 1 \leq i \leq n\}.
\]
The pre-voting phase and voting phase are the same as in the \(\mu,\mu\)-fuzzy scheme described in the previous section. In the post-voting phase, the trusted authority calculates the tally \(T = (T_1,\ldots,T_n)\) in secret. Similar to the \(\mu,\mu\)-fuzzy scheme the voting authority chooses a vector \(f = (f_1,\ldots,f_n)\) such that \(0 \leq f_i \leq \min\{\mu, T_i\}\) for \(i = 1,\ldots,n\) and \(\sum_{i=1}^{n} f_i \leq \mu\). The difference to the previous scheme is that now a second vector \(d = (d_1,\ldots,d_n)\) is chosen such that
\begin{enumerate}
  \item \(f_i + d_i \leq \mu\) for all \(i\)
  \item \(f_i + d_i = \mu\) for each \(i\) where \(T_i \leq \mu\),
  \item if an \(i\) exists with \(T_i \leq \mu\), then
    \begin{enumerate}
      \item \(\sum_{i=1}^{n} d_i \geq \mu\)
      \item \(f + d\) must have at least two entries that are greater than zero.
    \end{enumerate}
\end{enumerate}
The vectors \(f\) and \(d\) must be kept secret. As in the \(\mu,\mu\)-fuzzy scheme, the representation \(R = (R_1,\ldots,R_n)\) with \(R_i = T_i + \mu - f_i\) for all \(i\) is published. We open \(R_i\) of the unopened commitments for each candidate \(C_i\), which proves that \(C_i\) got at least \(R_i - \mu\) votes. Now \(f_i\) commitments remain unopened for each candidate \(C_i\). The voting machine creates \(d_i\) new commitments \(\text{commit}(C_i, r_{C_i,j}), j = 1,\ldots,d_i\) for each candidate such that all \(r_{C_i,j}\) are mutually distinct and indistinguishable from the dummy votes. We now have \(f_i + d_i\) unopened commitments for each candidate \(C_i\). Those commitments are published and opened in a way that hides the association between commitment and content but proves that the set of published contents corresponds to the set of published commitments. Again this can be done for example with randomized partial checking [15]. Please note that while \(f\) and \(d\) must remain secret, \(f + d\) becomes public. So the published data indicates that each candidate \(C_i\) got between \(R_i - \mu\) and \(R_i - \mu + f_i + d_i\) votes. This means that the number of votes for candidates \(C_i\) for which \(f_i + d_i = 0\) is represented accurately, it is exactly \(R_i - \mu\), each voter can check this using the data published on the bulletin board. Since \(f_j + d_j = \mu\) for candidates \(C_j\) who got less then \(\mu\) votes, the published data proves that \(C_j\) got between \(R_j - \mu\) and \(R_j\) votes without revealing more information about this candidate’s number of votes than just that. For all candidates \(C_i\) that got more than \(\mu\) votes, \(f_i + d_i\) lies between 0 and \(\mu\), so this candidate’s number of votes may or may not be represented fuzzy, since \(f_i + d_i\) is public the degree of fuzziness is public, too.

It is important that \(f + d\) has to have either zero or at least two entries \(\neq 0\). The reason for this is that if exactly one candidate \(C_i\) got \(\nu \leq \mu\) votes and \(f_i + d_i = \mu\) but \(f_i + d_i = 0\) for all \(i = 1,\ldots,n, i \neq x\), in the end only unopened dummy votes of candidate \(C_x\) remain. These are then filled up with other commitments for \(C_x\) and opened.

So the published data indicates that all unopened commitments created and published in the pre-voting phase are for candidate \(C_x\), and everyone can see how many there were, so the exact number of votes for \(C_x\) can be calculated. Besides, if the overall number \(V\) of votes cast in the election is published and we know that only the number of votes of \(C_x\) is made fuzzy, the number of votes for \(C_x\) can easily be calculated by subtracting all \(T_i, i \neq x\) from \(V\).

The advantage of our weak \(\mu,\mu\)-fuzzy scheme is that if a candidate got less than \(\mu\) votes, only the number of votes for this candidate and one other has to be made fuzzy.

5 Bingo Voting with Write-In Support

In this section, we provide Bingo Voting with write-in support. For the sake of perspicuity we first describe a scheme without fuzziness in Section 5.1. Finally in Section 5.2 we propose a \(\mu,\mu\)-fuzzy version of the scheme with write-in support, providing what we believe to be the first verifiable election scheme with write-in support that is provably resistant against forced abstention caused by forcing voters to vote for an unlikely or fictional candidate.

5.1 Without Fuzziness

In this chapter, we show how Bingo Voting can be adapted to allow write-in candidates by the means of known techniques. This is done with almost no additional work for the voter. In fact, a voter who does not write in a candidate can do exactly the same as in the original scheme. Apart from a voluntary testing of the voting process her only additional effort compared to a pen-and-paper election is the also voluntary comparison of a random number. In addition our write-in technique is generic. We strongly suppose that write-in votes can be included in other electronic voting schemes in basically the same way.
The idea is to have an additional candidate named “Write-In” which is treated as a regular candidate. The “normal” tally, along with the votes for the list candidates, then yields the overall number of write-in votes. The actual votes for the write-in candidates are counted in a separate tally.

5.1.1 Preconditions

The same preconditions hold as in the original scheme described in Section 4.1. Since we want to prevent forced abstention we assume a trusted authority with access to an uncorrupted voting computer.

5.1.2 Pre-voting Phase

To be able to include a write-in candidate into the Bingo Voting election process, we use an additional mock candidate named “Write-In” as a wildcard character. Before the election starts, “Write-In” is added to the candidate list. Then the pre-voting phase is performed as described in Section 4.1. “Write-In” is treated as a regular candidate and therefore gets the same number of dummy votes as any other candidate. For the sake of simplicity we describe our technique for one write-in candidate. If the voter can write in more than one candidate, our scheme can be extended in a straightforward way by adding more mock candidates to the list.

5.1.3 Voting Phase

In the polling booth, at first nothing changes for the voter compared to the original scheme except that she now has the possibility to write in a candidate. The receipt, sketched in Figure 1, looks like a receipt of the original scheme, except that it now additionally contains a commitment to the write-in candidate’s name. If the corresponding vote is not for a write-in candidate, the commitment is to the string “No Write-In”.

After the voter has made her choice, either in the conventional way or by writing in a candidate, the printer begins to print the voter’s receipt. First, only the commitment is printed. Now the voter has to be assured that this commitment contains the right name. To prevent coercion, the voter cannot just be given the unveil information. Instead, we use voter-initiated auditing [5]: The voter can choose to either test the voting process or cast her vote. In the case of testing, the vote does not count, the unveil information and the supposed content of the commitment is printed and the voting process begins anew. The voter can do the testing as often as she wishes. The printed commitments and corresponding unveil information can be checked later, either by the voter herself or by a competent person or institution of her choice. After the voter’s real vote is cast, the last printed commitment remains unopened, and the voting process goes on as in the original scheme: The trusted random number generator creates the fresh random number representing the vote. Then the rest of the receipt is printed with the fresh random number behind the chosen candidate. If the voter voted for a write-in candidate, the fresh random number appears behind “Write-In”. The voter can compare the random number behind her chosen candidate with the display of the trusted random number generator. Then she can take her receipt home to check later that her vote has been counted in the tally.

Please note that we do not have to make any additional assumptions about the printer. Since the dummy votes are printed last and do not have to be sent to the printer by the voting machine before, the voter can see what is printed anytime and take away the print-out anytime.

5.1.4 Post-voting Phase

After the election, the tally is published as sketched in Figure 2 together with all receipts and a proof of its correctness. As Figure 2 shows, the tally consists of two parts. The first part tallies the candidates on the list and yields the overall number of write-in votes. It is done as described in Section 4.1 by counting the unused dummy votes for each candidate. The proofs of correctness of this tally part are done as in the original scheme described in Section 4.1. The other part tallies the write-in candidates. To prove its correctness, we can use the same proof technique as for the first tally part. What has to be proven is that the outcome of the tally corresponds to the commitments behind “Write-In” on the receipts. The number of commitments to “No Write-In” has to equal the number of all votes minus the number of votes for write-in candidates.
We now describe a \( \mu, \mu \)-fuzzy Bingo Voting with Write-In Support and Fuzziness.

5.2 Bingo Voting with Write-In Support and Fuzziness

We now describe a \( \mu, \mu \)-fuzzy version of Bingo Voting with write-in support. To prevent forced abstention that is caused by forcing the voter to “vote” for a certain random string it is crucial here that the voter may write in names without voting for them, so that those names appear in the representation of the tally. Without this possibility, a voter can be forced to not vote for a certain write-in candidate by forcing him to write in another. So we have to provide the voter with the possibility to somehow whisper an arbitrary number of names to the voting authority that are later included in the representation even though they got no votes. Since in Bingo Voting for secrecy we have to assume an honest voting computer anyway we can as well provide the voting computer with an additional interface with which the voter can secretly enter names that she wishes to be included in the representation.

The scheme works as follows: Consider a \( \mu, \mu \)-fuzzy election with \( l \) eligible voters, one vote per voter, \( n \) regular candidates \( C_1, \ldots, C_n \), and a set \( \mathcal{R} \) of representations that is compliant to the representations in the post-voting phase described below.

5.2.1 Pre-Voting Phase

First, we add a candidate \( C_{n+1} \) called “Write In” to the candidate list. Then all candidates \( C_1, \ldots, C_{n+1} \) get \( l + \mu \) dummy votes as in the \( \mu, \mu \)-fuzzy Bingo Voting scheme without write-in support described in Section 4.2. The rest of this phase is also done as in Section 4.2, commitments to each candidate’s dummy votes including “Write In” are created and a corresponding proof is published that each candidate has the same number of dummy votes.

5.2.2 Voting Phase

The voting phase is the same as in the non-fuzzy write-in supporting scheme described in Section 5.1 with the difference that the voter is additionally provided with an interface for entering names that she wishes to be included in the representation of the tally. Regardless of whether the voter entered a name using this interface or not, she can cast her vote by writing in a candidate or by voting for a regular candidate.

5.2.3 Post-Voting Phase

The post voting phase of this scheme is a combination of the \( \mu, \mu \)-fuzzy Bingo Voting version described in Section 4.2 and the write-in supporting scheme described in Section 5.1. Suppose that the voting phase yields a list of \( n_w \) shuffled additional names \( N_1, \ldots, N_w \) that belong to write-in candidates and/or were entered via the interface in the voting booth, including “no write-in”. These names can be real names or random strings. They should be in shuffled order because their order should yield no information about which candidates are actual write-in candidates and which names were entered via the additional interface. This list is published, and all the names in this list have to be included in the representation of the tally. Voters can check if the names they entered or voted for appear on the bulletin board.

Like in the write-in supporting scheme described in Section 5.1, we have two tally parts. We represent these
parts with two representation vectors. The tally
\[ T' = (T'_1, \ldots, T'_{n+1}) \]
of the regular candidates (including “Write-In”) is represented by
\[ R' = (R'_1, \ldots, R'_{n+1}) \]
and the tally
\[ T^w = (T^w_1, \ldots, T^w_n) \]
of the write-in candidates is represented by
\[ R^w = (R^w_1, \ldots, R^w_n) \]
where \( R^w_i \) represents the number of votes for name \( N_i \) for all \( i \).

The trusted voting authority first computes the tally \( T'_i \) of the regular candidates. This tally is represented as in the \( \mu, \mu \)-fuzzy scheme described in Section 4.2 by choosing a vector \( f = (f_1, \ldots, f_{n+1}) \) with restrictions
1. \( \sum_{i=1}^{n} f_i \geq \mu \) and
2. \( 0 \leq f_i \leq \min\{T_i, \mu\} \) for all \( i \)
and publicly opening \( R'_1 = T'_1 - f_1 \) dummy votes for each candidate \( C_i \).

Then the voting authority opens the commitments to the write-in candidates in secret and computes the tally \( T^w \). Another vector \( f^w = (f^w_1, \ldots, f^w_n) \) is chosen with
1. \( \sum_{i=1}^{n+1} f_i + \sum_{i=1}^{n} f^w_i \geq \mu \) and
2. \( f^w_i \leq \min\{T^w_i, \mu\} \) for \( i = 1, \ldots, n_w \).

Of each potential write-in candidate \( N_i \), the voting authority publicly opens \( R^w_i = T^w_i - f^w_i \) commitments, yielding the representation \( R^w = (R^w_1, \ldots, R^w_n) \) of the tally of the write-in votes. We now have \( f_i \) unopened commitments for each regular candidate \( C_i \) and \( f^w_i \) unopened commitments for each write-in candidate \( N_i \). Analogous to the \( \mu, \mu \)-fuzzy scheme described in Section 4.2 we fill this set of commitments so that there are \( \mu \) commitments for each candidate. Those are opened via for example randomized partial checking, proving that each regular candidate \( C_i \) got between \( R^r_i - \mu \) and \( R^r_i \) votes and each potential write-in candidate \( N_i \) got between \( R^w_i - \mu \) and \( R^w_i + \mu \) votes. Please note that while we have \( \mu \) additional dummy votes for each regular candidate, we don’t have any extra commitments for the write-in candidates. This is why the representation of the write-in votes differs from the representation of the regular candidates.

### 5.2.4 Weak \( \mu, \mu \)-Fuzzy Scheme with Write-In Support

Analogous to the weak \( \mu, \mu \)-fuzzy scheme described in Section 4.3, the scheme described above can be made weak \( \mu, \mu \)-fuzzy by adapting the vectors \( f \) and \( f^w \) and not filling each candidate’s commitments up to \( \mu \). If there are at least \( \mu \) write-in votes and of the not written in candidates every candidate has at least \( \mu \) votes, the first tally part can be published as it is. If necessary, the votes of the first tally part can be used to make the second tally part fuzzy though.

### 5.3 Some Remarks on Coercion-Resistance

To show how our definition of fuzziness can be used together with definitions of coercion resistance, we informally apply our work to the definition of Küsters et. al [18] and the \( \mu, \mu \)-fuzzy Bingo Voting schemes described in Section 4.2 and Section 5.2. Küsters et. al prove that Bingo Voting achieves the same degree of coercion resistance as an ideal voting scheme except for forced abstention. They state that Bingo Voting is vulnerable to this attack because the adversary sees the receipts of all voters. We argue that a voter can not by any feasible means prove that she has obtained no receipt, so she can not prove to an adversary that she did not vote. We do not regard this attack any further. What remains is forced abstention through voting for an unlikely or fictional candidate.

We informally define \( \mu \)-coercion-resistance as follows:

**Definition 7** (\( \mu \)-coercion-resistance) A voting scheme applied to a \( \mu, \mu \)-fuzzy election is \( \mu \)-coercion resistant if it is coercion-resistant according to the definition of Küsters et. al [18] and \( \mu, \mu \)-fuzzy.

It is easy to see that if a \( \mu, \mu \)-fuzzy election scheme that achieves coercion resistance according to the definition of Küsters et. al, it also achieves the definition of \( \mu \)-coercion-resistance above and is resistant against forced abstention caused by forcing to vote for unlikely candidates.

Since the \( \mu, \mu \)-fuzzy Bingo Voting scheme does not differ from the original scheme except in its published data and the fact that \( \mu \) more dummy votes are created per candidate, and since its published data leaks less information than that of the original scheme, the \( \mu, \mu \)-fuzzy Bingo Voting should achieve coercion-resistance according to the definition of Küsters et. al. As stated above the voter cannot possibly prove that she did not vote by proving that she has no receipt. Therefore the scheme seems to be resistant against forced abstention.
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The $\mu, \mu$-fuzzy Bingo Voting scheme with write-in support yields with its published data no more information as is yielded by an election done with the original scheme and all occurring write-in candidates on the list of regular candidates. The additionally published list of names does not tell if a candidate on this list got a write-in vote or not. So this scheme, too, should be $\mu$-coercion-resistant and additionally resistant against forced abstention.

6 General Constructions

This section introduces a general construction of $\mu, \mu$-fuzzy verifiable election schemes from mix-based schemes and homomorphic schemes with a trusted authority. The constructions are similar to the construction of the $\mu, \mu$-fuzzy scheme from the original Bingo Voting scheme described in Section 4.2.

6.1 General Construction for Mixnet-Based Schemes with Trusted Entity

One assumption in the Bingo Voting schemes described in the previous sections is that there is a trusted entity that can open commitments in secret before publishing the representation of the tally and the proofs of correctness. One way to do the proofs of correctness in Bingo Voting is doing a mix with randomized partial checking. Other mix-based schemes can be made $\mu, \mu$-fuzzy in an analogous way, given that such a trusted entity is at hand. This is for example the case in the original Helios scheme [3], which also uses one trusted Helios server.

The construction is described for a verifiable mix-based election scheme applied to a $\mu, \mu$-fuzzable election with $n$ candidates $C_1, \ldots, C_n$ and one vote per voter. We assume that there is a trusted entity $E$ that gets all cast votes in the form of commitments or ciphertexts and has all the information needed to compute the plaintext votes. In the following, with encrypted votes we mean those ciphertexts or commitments. We also assume that more than $\mu$ votes are cast, so more than $\mu$ encrypted votes are available. The voting process of the original mix-based scheme stays the same up to the point where the tally is computed. Instead of mixing and opening the votes, we do the following. The trusted entity $E$ opens the votes and computes the tally $T = (T_1, \ldots, T_n)$ in secret. Then $E$ chooses $f = (f_1, \ldots, f_n)$ with

1. $\sum_{i=1}^{n} f_i \geq \mu$ and
2. $0 \leq f_i \leq \min\{\mu, T_i\}$ for all $i$.

Of the available encrypted votes the trusted entity takes away $f_i$ from candidate $C_i$. The remaining $R_i = T_i - f_i$ encrypted votes of each candidate are included in the mix that would be done with all votes in the original scheme. The plaintexts of the votes included in the mix and a proof of correct mixing is published, again as would be done in the original scheme. The representation of the tally is $(R_1, \ldots, R_n)$.

For each candidate $C_i$, $\mu - f_i$ new encrypted votes are created such that the corresponding plaintext votes are indistinguishable from the cast votes and each candidate has $\mu$ encrypted votes. Those $n \times \mu$ encrypted votes are then mixed and opened with the same mix used for the representation of the tally, corresponding outcomes and proofs of correctness of the mix are published, proving that the tally lies between $(R_1, \ldots, R_n)$ and $(R_1 + \mu, \ldots, R_n + \mu)$. This is different from the $\mu, \mu$-fuzzy Bingo Voting schemes because we don’t have the extra $\mu$ commitments for each candidate.

A weak $\mu, \mu$-fuzzy election scheme can be created in the same way using corresponding vectors $f$ and $d$ as in the weak $\mu, \mu$-fuzzy Bingo Voting scheme described in Section 4.3.

Write-in support can be included analogous to the write-in supporting Bingo Voting scheme described in Section 5.2 using an additional “regular” candidate “Write-In” and two tallies with their own representations.

6.2 General Construction for Homomorphic Schemes with Trusted Entity

In this section, a verifiable $\mu, \mu$-fuzzy election scheme is constructed from an arbitrary verifiable election scheme with trusted entity that is based on homomorphic encryption. Analogous to the previous section, the construction is described for an election scheme applied to a $\mu, \mu$-fuzzable election with $n$ candidates $C_1, \ldots, C_n$ and one vote per voter. Precondition is a trusted entity $E$ who sees all encrypted votes and has the means to decrypt them. As in the previous section, the voting process of the $\mu, \mu$-fuzzy scheme is the same as in the original homomorphic scheme. After all votes are cast, the trusted entity $E$ computes the tally $T = (T_1, \ldots, T_n)$ in secret. Then $E$ chooses $f = (f_1, \ldots, f_n)$ with the usual restrictions:

1. $\sum_{i=1}^{n} f_i \geq \mu$ and
2. $0 \leq f_i \leq \min\{\mu, T_i\}$ for all $i$.

For each candidate $C_i$, $E$ chooses $f_i$ of his encrypted votes that are not to be included in the calculation of the sum of all encrypted votes. Then $E$ calculates and publishes the sum of the remaining votes according to the original homomorphic scheme, and publishes which encryptions were not included in this calculation. The result is decrypted and the decryption proven as
would be in the original scheme, yielding a representation $R = (R_1, \ldots, R_n)$ of the tally where $R_i = T_i - f_i$. Then $E$ creates $\mu - f_i$ encrypted votes for each candidate $C_i$ whose corresponding plaintexts are indistinguishable from the votes cast by real voters. The sum of the encrypted votes not included in the calculation of the representation and the new encryptions is computed and decrypted, again with a proof of correct decryption. The result of the second sum should be $\mu$ votes for each candidate, which proves that each candidate $C_i$ got between $R_i$ and $R_i + \mu$ votes.

Here, too, a weak $\mu, \mu$-fuzzy version of the scheme can be created analogous to the construction above using corresponding vectors $f$ and $d$ as in the $\mu, \mu$-fuzzy Bingo Voting scheme described in Section 4.3.

Write-in support should also be possible to be included straightforwardly as described in Section 5.2.

7 Conclusion and Future Work

This work provides a formalization of fuzzy tally representations that closes the gap between coercion-resistance and write-in candidates. We have proposed a verifiable election scheme that supports write-in candidates and is resistant to forced-abstention attacks, as well as a general construction for such schemes. A remaining open problem is the construction of a verifiable $\mu, \delta$-fuzzy scheme that does not need a trusted authority.

Our notion of fuzziness is reminiscent of approaches to database anonymization like $k$-anonymity [11] and $l$-diversity [19]. Hence there seems to be a relation to database anonymity by modeling the tally as a database that is coarsened for privacy and which in its coarsened version must not leak any private information about the voter (namely her vote). Looking at database anonymization, we might want to have a tally representation that reaches something similar to Dwork’s notion of differential privacy [13], but with end-to-end verifiability.
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