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```python
def open(file):
    log("open", file)
    return real_open(file)
```

```c
/* */
syscall
/* */
```
def open(file):
    log("open", file)
    return real_open(file)

def open(file):
    /* */
    syscall
    /* */

open("foo.txt")
func_ptr real_open = 0x45211f
*real_open("foo.txt")
def open(file):
    log("open", file)
    return real_open(file)
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open("results.txt")
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def open(file):
    log("open", file)
    return real_open(file)

Malicious User Library

def open(file):
    return real_open("fake_results.txt")

C Library

def open(file):
    /* */
    syscall /* */
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Conclusions

System-level provenance is not always preferable to user-space provenance

User-space provenance suffers from some threats

It can still be made secure
Thank you
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For more Info:

http://www.cl.cam.ac.uk/research/dtg/fresco/